


Changes to mc-eval for the lazy evaluator
(define (mc-eval exp env)
(cond ...
((application? exp)
operator exp) env)
(list-of-values (operands exp) env)))
efine (mc-eval exp env)
cond . . .
((application? exp)
(list of values (operands exp) env/))

## THE RULES

The lazy mc-eval might return a Thunk ADT, we should Force these:

- Before you print something returned by mc-eval
- Before you pass arguments to a primitive procedure
- if is LIKE a primitive procedure the predicate shouldn't be a Thunk ADT.
We should CREATE Thunk ADTs (delay stuff)
- Before you pass arguments to a compound procedure



## In the REGULAR version

 Where do arguments get evaluated?A. In mc-eval
B. In mc-apply
C. In both
D. In neither
E. ???

 Thunk ADTs

STk> (load "lazy.scm")
okay
STk> (define g-env (setup-environment)
g-env
STk> (mc-eval '((lambda (x) x) (+ 2 3)) g-env)

## The RANGE of mc-eval includes




## Replace a call to mc-eval to avoid printing a Thunk ADT

(define (driver-loop)
(prompt-for-input input-prompt)
(let ((input (read)))
(let (loutput

(actual-value input the-global-environment)))
(announce-ou put output-prompt)
(user-print qutput)))
(driver-loop))
mc-eval might return a delayed

This was: argument from a
mc-eval compound procedure


```
(define (mc-eval exp env)
    (cond
        ((self-evaluating? exp) ... Should we add
        ((variable? exp)...
        ((quoted? exp) ...
        a Thunk?
        check to mc-
        ((assignment? exp) ... eval?
        ((definition? exp) ...
        ((if? exp) ...
        ((lambda? exp) ...
        ((begin? exp) ...
        ((cond? exp) ...
        A.No-not
        necessary
        B. No handled
        by another
        ((application? exp)
        B.
        (else (error "what?"))))
            D. ??
```

            actual-value
    (define (actual-value exp env)
(force-it (mc-eval exp env)))
(define (force-it obj)
(if $\begin{array}{ll}\text { (thunk? obj) } \\ & \begin{array}{ll}\text { (actual-value } & \text { (thunk-exp obj) } \\ \text { (thunk-env obj)) }\end{array} \\ \text { obj)) } \\ \text { (define (force-it-FAKE obj) thunk } \\ \text { (if (thunk? obj) }\end{array}$
$\begin{array}{ll}\text { (mc-eval } & \text { (thunk-exp obj) } \\ \text { (thunk-env obj)) }\end{array}$
obj))


Why you need to evaluate Thunk ADTs in their original environment
STk> (define (crazy arg)
(let ( x 3 ))
(+ $x$ arg arg)))
STk> (define x 4 )
STk> (crazy (+ x 1))

(crazy 5)

(*) 3 ( 5 )

## If we're going to delay-it we need to keep track of the environment!

(define (delay-it exp env)
(list 'thunk exp env))


| Some facts I told the query system |
| :---: |
| (assert! |
| (colleen likes cookies)) |
| (assert! (hamilton likes cookies)) |
| (assert! (stephanie likes oreos)) |
| (assert! (kevin likes pizza)) |
| (assert! (eric likes pizza)) |
| (assert! (phill likes everything)) |
|  |



The query system "filters" out facts that don't match
;; Q Query input:


The query system "filters" out facts that don't match
; ; Query input:
(?who likes pizza)


## We can ask the query system questions

;; ; Query input:
(?who likes pizza)
 doesn't matter

; ; Q Query results:
(kevin likes pizza)
(eric likes pizza)
Filtering allows us to get multiple things back!
feolleen likes eookiest
(hamilton likes cookies)
(stephanie likes oreos)
(eric likes pizza)
(phill likes everything)
(kevin likes pizza)




## Do these match?

| (assert! (colleen likes ice cream)) |
| :--- |
| (assert! (colleen likes cookies)) |


| ; ; Query input: |  |
| :--- | :--- |
| (colleen likes ?what) | A. Only |
| cookies |  |
| ; ; Query results: Only ice |  |
| B. | C.Coth <br> C. <br>  <br> D. Neather <br> E. ?? |

## We need to think about pairs

; ; ; Query input:
(colleen likes ?what)
(colleen . (likes . (?what . ())))

(colleen likes cookies)
(colleen .(likes . (cookies.())))


We need to think about pairs


## Facts with variables: rules

We can add things WITH variables to the "facts" (assert! (rule (car ?a (?a . ?b))))
;; Query input:
(car ?x (5 6 7))
(car ?x (5 . (6 . (7 . () ))))
;; ${ }^{\text {Query results: }}$
(car 5 (5 6 7))


Facts with variables: rules
We can add things WITH variables to the "facts" (assert! (rule (car ?a (?a . ?b))))

?a $=$ ?x
$? \mathrm{a}=5$
? $b=(6 .(7 .()))$
(car 5 (5 6 7))

## We can return things with variables

; ; $;$ Query input:
(car 1 ?y)
; ; Q Query results:
(car 1 (1 . ?b) )
(car 1 (1 • ?b-27))
This is what is really printed:
Query system adds \#'s to avoid naming conflicts

Matches with this but we still don't know all the values



## Write 2nd

; ; Query input:
(2nd ?x (4 5 6))
;; Query results:
(2nd 5 (4 5 6))
;;; Query input:
(2nd 3 ?x)
;;; Query results:
(2nd 3 (?a-29 3 . ?c-29))

