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Call expressions are delimited by spaces

Logo *procedures* are equivalent to Python functions
- A procedure takes *inputs* (arguments) that are values
- A procedure returns an *output* (return value)
- A procedure may output None to indicate no return value

```logo
? print 5
5

Multiple expressions can appear in a single line

? print 1 print 2
1
2```
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Nested Call Expressions

The syntactic structure of expressions is determined by the number of arguments required by named procedures.

- print takes one argument (input)
- sum takes two inputs
- difference takes two inputs too

One nested call expression

versus

Two expressions on one line

? print 1 print 2
1
2
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Words are strings without spaces, representing text, numbers, and boolean values

```python
? print "hello
hello
? print "sum
sum
? print "2
2
```

Sentences are immutable sequences of words and sentences

```python
? print [hello world]
hello world
```
Words are strings without spaces, representing text, numbers, and boolean values

```
? print "hello
hello
? print "sum
sum
? print "2
2
```

Sentences are immutable sequences of words and sentences

```
? print [hello world]
hello world
? show [hello world]
[hello world]
```
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Procedures

Procedure definition is a special form, not a call expression

```plaintext
? to {double}: x
> output sum : x : x
> end
```
Procedure definition is a special form, not a call expression.

Procedure name

Formal parameter

? to (double): x

Body

> output sum : x : x,
> end
Procedure definition is a special form, not a call expression

```plaintext
Procedure name

? to double : x

> output sum : x : x

> end

? print double 4

8
```
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Procedures

Procedure definition is a special form, not a call expression

```
? to (double :x)
> output sum :x :x
> end

? print double 4
8
```

Procedures are not first-class objects in Logo; they can only ever be referenced by their original procedure name

Procedure names can be inputs or outputs
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Conditional Procedures

If and ifelse are regular procedures in Logo

*Meaning*: They do not have a special evaluation procedure

They take sentences as inputs and run them conditionally

```
? to reciprocal :x
> if not :x = 0 [output 1 / :x]
> output "infinity"
> end

? print reciprocal 2
0.5

? print reciprocal 0
infinity
```
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```haskell
? to print_x :x
> print_last_x
> end
```
Dynamic Scope

When one function calls another, the names bound in the local frame for the first are accessible to the body of the second.

No isolation of formal parameters to function bodies, as we saw with lexical scope.

```plaintext
? to print_x : x
> print_last_x
> end

? to print_last_x
> print : x
> end
```
Dynamic Scope

When one function calls another, the names bound in the local frame for the first are accessible to the body of the second

No isolation of formal parameters to function bodies, as we saw with lexical scope

? to print_x :x
> print_last_x
> end

? to print_last_x
> print :x
> end

? print_x 5
5
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<p>| | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>0</td>
<td>C</td>
<td>1010</td>
<td>E</td>
</tr>
<tr>
<td>B</td>
<td>100</td>
<td>D</td>
<td>1011</td>
<td>F</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>G</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>H</td>
</tr>
</tbody>
</table>
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Homework: Huffman Encoding Trees

Efficient encoding of strings as ones and zeros (bits).

A 0     C 1010   E 1100   G 1110
B 100    D 1011   F 1101   H 1111

Decoding a sequence of bits:

1 0 0 0 1 0 1 0
B    A    C
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