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Python object system:

*Functions* are objects.

*Bound methods* are also objects: a function that has its first parameter "self" already bound to an instance.

*Dot expressions* evaluate to bound methods for class attributes that are functions.
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Class attributes are "shared" across all instances of a class because they are attributes of the class, not the instance.

class Account(object):
    interest = 0.02  # Class attribute

    def __init__(self, account_holder):
        self.balance = 0  # Instance attribute
        self.holder = account_holder

    # Additional methods would be defined here

>>> tom_account = Account('Tom')
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>>> jim_account.interest
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*interest* is not part of the instance that was somehow copied from the class!
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Instance Attribute Assignment

```
tom_account.interest = 0.08
```

This expression evaluates to an object

But the name ("interest") is **not** looked up

Class Attribute Assignment

```
Account.interest = 0.04
```

Attribute assignment statement adds or modifies the "interest" attribute of tom_account
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Account class attributes

balance: 0
holder: 'Jim'
interest: 0.08
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>>> jim_account = Account('Jim')
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>>> tom_account.interest
0.02
>>> jim_account.interest
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```python
>>> jim_account = Account('Jim')
>>> tom_account = Account('Tom')
>>> tom_account.interest = 0.02
>>> jim_account.interest = 0.04
>>> Account.interest = 0.05
>>> jim_account.interest = 0.08
>>> tom_account.interest = 0.04
>>> Account.interest = 0.04
>>> tom_account.interest = 0.04
```

Account class attributes

<table>
<thead>
<tr>
<th></th>
<th>balance: 0</th>
<th>holder: 'Jim'</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>balance: 0</td>
<td>holder: 'Tom'</td>
</tr>
<tr>
<td></td>
<td>interest: 0.02</td>
<td></td>
</tr>
<tr>
<td></td>
<td>interest: 0.04</td>
<td></td>
</tr>
<tr>
<td></td>
<td>interest: 0.08</td>
<td></td>
</tr>
</tbody>
</table>
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```python
class <name>(<base class>):
    <suite>
```

Conceptually, the new subclass "shares" attributes with its base class.

The subclass may override certain inherited attributes.

Using inheritance, we implement a subclass by specifying its difference from the the base class.
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Example: Same CheckingAccount behavior; different approach
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Inheritance and Composition

Object-oriented programming shines when we adopt the metaphor.

Inheritance is best for representing *is-a* relationships.

  E.g., a checking account *is a* specific type of account.

  So, CheckingAccount inherits from Account.

Composition is best for representing *has-a* relationships.

  E.g., a bank *has a* collection of bank accounts it manages.

  So, A bank has a list of Account instances as an attribute.

No local state at all? Just write a pure function!
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Instance attribute

>>> such_a_deal = AsSeenOnTVAccount("John")
>>> such_a_deal.balance
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Resolving Ambiguous Class Attribute Names

```python
>>> such_a_deal = AsSeenOnTVAccount("John")
>>> such_a_deal.balance
1
>>> such_a_deal.deposit(20)
19
>>> such_a_deal.withdraw(5)
13
```
Resolving Ambiguous Class Attribute Names

Account

CheckingAccount  SavingsAccount

AsSeenOnTVAccount

>>> such_a_deal = AsSeenOnTVAccount("John")
>>> such_a_deal.balance
1
>>> such_a_deal.deposit(20)
19
>>> such_a_deal.withdraw(5)
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