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- All objects have attributes, which are name-value pairs.
- Classes are objects too, so they have attributes.
- Instance attribute: attribute of an instance.
- Class attribute: attribute of the class of an instance.
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Class Attributes

Methods

Functions

Python object system:

- Functions are objects.
- Bound methods are also objects: a function that has its first parameter "self" already bound to an instance.
- Dot expressions evaluate to bound methods for class attributes that are functions.
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```
class <Name>(<Base Class>):
    <suite>
```

Conceptually, the new subclass "shares" attributes of its base class.

The subclass may override certain inherited attributes.

Using inheritance, we implement a subclass by specifying its differences from the base class.
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Don't repeat yourself; use existing implementations.

Attributes that have been overridden are still accessible via class objects.

Look up attributes on instances whenever possible.

class CheckingAccount(Account):
    """A bank account that charges for withdrawals."""
    withdraw_fee = 1
    interest = 0.01
    def withdraw(self, amount):
        return Account.withdraw(self, amount + self.withdraw_fee)

Attribute look-up on base class
Preferred to CheckingAccount.withdraw_fee to allow for specialized accounts
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Object-oriented programming shines when we adopt the metaphor.

Inheritance is best for representing is-a relationships.
• E.g., a checking account is a specific type of account.
• So, CheckingAccount inherits from Account.

Composition is best for representing has-a relationships.
• E.g., a bank has a collection of bank accounts it manages.
• So, A bank has a list of accounts as an attribute.
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Moral of the story: Inheritance can be complicated, so don't overuse it!