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Lists can contain lists as elements (in addition to anything else)
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Lists are represented as a row of index-labeled adjacent boxes, one per element. Each box either contains a primitive value or points to a compound value.

```
1  pair = [1, 2]
2
3  nested_list = [[1, 2], [],
4     [[3, False, None],
5     [4, lambda: 5]]]
```
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def root(tree):
    # Creates a list from a sequence of branches
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Processing a leaf is often the base case of a tree processing function.
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```python
def count_leaves(tree):
    """Count the leaves of a tree."""
    if is_leaf(tree):
        return 1
    else:
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        return sum(branch_counts)
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Discussion Question

Implement `leaves`, which returns a list of the leaf values of a tree

*Hint:* If you `sum` a list of lists, you get a list containing the elements of those lists

```python
>>> sum([[1], [2, 3], [4]], [])
[1, 2, 3, 4]
>>> sum([[1], []])
[1]
>>> sum([[1]], [2], [])
[[1], 2]
```

```python
def leaves(tree):
    """Return a list containing the leaves of tree."
    if is_leaf(tree):
        return [root(tree)]
    else:
        return sum(______________________________, [])

>>> leaves(fib_tree(5))
[1, 0, 1, 0, 1, 1, 0, 1]"""
Discussion Question

Implement `leaves`, which returns a list of the leaf values of a tree

*Hint*: If you `sum` a list of lists, you get a list containing the elements of those lists

```python
def leaves(tree):
    """Return a list containing the leaves of tree."""
    if is_leaf(tree):
        return [root(tree)]
    else:
        return sum(branches(tree), [])
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>>> leaves(fib_tree(5))
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```

```python
>>> sum([1, 2, 3, 4])
[1, 2, 3, 4]
>>> sum([[1]], [])
[1]
>>> sum([[1], [2]], [])
[[1], 2]
```
Discussion Question

Implement `leaves`, which returns a list of the leaf values of a tree

*Hint:* If you `sum` a list of lists, you get a list containing the elements of those lists

```python
>>> sum([[1], [2, 3], [4]], [])
[1, 2, 3, 4]
```

```python
def leaves(tree):
    """Return a list containing the leaves of tree."
    if is_leaf(tree):
        return [root(tree)]
    else:
        return sum([leaves(b) for b in branches(tree)], [])
```

```python
branches(tree)
leaves(tree)
[branches(b) for b in branches(tree)]
[leaves(b) for b in branches(tree)]
```

```python
[1, 0, 1, 0, 1, 1, 0, 1]
```
Discussion Question

Implement `leaves`, which returns a list of the leaf values of a tree

*Hint:* If you `sum` a list of lists, you get a list containing the elements of those lists

```python
>>> sum([[1], [2, 3], [4]], [])
[1, 2, 3, 4]
>>> sum([[1], []])
[1]
>>> sum([[1]], [2], [])
[[1], 2]
```

```python
def leaves(tree):
    """Return a list containing the leaves of tree."

    if is_leaf(tree):
        return [root(tree)]
    else:
        return sum(List of leaves for each branch, [])
```

```python
branches(tree)
leaves(tree)
[branches(b) for b in branches(tree)]
[leaves(b) for b in branches(tree)]
```
Example: Partition Trees
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