Announcements

- HW7 due on Wednesday
- Ants project out
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Objects receive messages via dot notation

Dot notation accesses attributes of the instance or its class

\(<\text{expression}>\ . \ <\text{name}>\)

The \(<\text{expression}>\) can be any valid Python expression

The \(<\text{name}>\) must be a simple name

Evaluates to the value of the attribute \textit{looked up} by \(<\text{name}>\) in the object that is the value of the \(<\text{expression}>\)

\texttt{tom\_account.deposit(10)}

\textbf{Dot expression}

\textbf{Call expression}
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Using `getattr`, we can look up an attribute using a string, just as we did with a dispatch function/dictionary:

```python
>>> getattr(tom_account, 'balance')
10

>>> hasattr(tom_account, 'deposit')
True
```

`getattr` and dot expressions look up a name in the same way.

Looking up an attribute name in an object may return:

- One of its instance attributes, **or**
- One of the attributes of its class
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Methods and Functions

Python distinguishes between:

• *Functions*, which we have been creating since the beginning of the course, and

• *Bound methods*, which couple together a function and the object on which that method will be invoked.

\[ \text{Object} + \text{Function} = \text{Bound Method} \]

```python
>>> type(Account.deposit)
<class 'function'>
>>> type(tom_account.deposit)
<class 'method'>

>>> Account.deposit(tom_account, 1001)
1011
>>> tom_account.deposit(1000)
```
Methods and Functions

Python distinguishes between:

• *Functions*, which we have been creating since the beginning of the course, and

• *Bound methods*, which couple together a function and the object on which that method will be invoked.

Object $+$ Function $=$ Bound Method

```python
>>> type(Account.deposit)
<class 'function'>
>>> type(tom_account.deposit)
<class 'method'>

>>> Account.deposit(tom_account, 1001)
1011
>>> tom_account.deposit(1000)
2011
```
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Methods and Currying

Earlier, we saw *currying*, which converts a function that takes in multiple arguments into multiple chained functions.

The same procedure can be used to create a bound method from a function

```python
def curry(f):
    def outer(x):
        def inner(*args):
            return f(x, *args)
        return inner
    return outer
```

```python
>>> add2 = curry(add)(2)
>>> add2(3)
5
```

```python
>>> tom_deposit = curry(Account.deposit)(tom_account)
>>> tom_deposit(1000)
3011
```
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Python object system:

Functions are objects.

Bound methods are also objects: a function that has its first parameter "self" already bound to an instance.

Dot expressions on instances evaluate to bound methods for class attributes that are functions.
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To evaluate a dot expression:

1. Evaluate the <expression>.

2. <name> is matched against the instance attributes.

3. If not found, <name> is looked up in the class.

4. That class attribute value is returned unless it is a function, in which case a bound method is returned.
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Class Attributes

Class attributes are "shared" across all instances of a class because they are attributes of the class, not the instance.

class Account(object):
    interest = 0.02  # Class attribute
    def __init__(self, account_holder):
        self.balance = 0  # Instance attribute
        self.holder = account_holder

    # Additional methods would be defined here

>>> tom_account = Account('Tom')
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*interest* is not part of the instance that was somehow copied from the class!
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Assignment statements with a dot expression on their left-hand side affect attributes for the object of that dot expression.

- If the object is an instance, then assignment sets an instance attribute.
- If the object is a class, then assignment sets a class attribute.

Instance Attribute Assignment:

```
tom_account.interest = 0.08
```

This expression evaluates to an object.

But the name ("interest") is not looked up.

Class Attribute Assignment:

```
Account.interest = 0.04
```

Attribute assignment statement adds or modifies the "interest" attribute of tom_account.
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Account class attributes

| balance:    | 0     |
| holder:     | 'Jim' |
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>>> jim_account = Account('Jim')
>>> tom_account = Account('Tom')
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```python
>>> jim_account = Account('Jim')
>>> tom_account = Account('Tom')
>>> tom_account.interest
0.02
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**Account class attributes**

| balance: 0 | balance: 0 |
| holder: 'Jim' | holder: 'Tom' |
| interest: 0.08 | interest: 0.00 |

(withdraw, deposit, __init__)
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```python
>>> jim_account = Account('Jim')
>>> tom_account = Account('Tom')

>>> tom_account.interest
0.02
>>> jim_account.interest
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```python
class <name>(<base class>):
    <suite>
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Conceptually, the new subclass "shares" attributes with its base class.

The subclass may override certain inherited attributes.

Using inheritance, we implement a subclass by specifying its difference from the base class.
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13
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Resolving Ambiguous Class Attribute Names
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</table>
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Dad → Double Half Uncle