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  ▪ 0/2: Make changes suggested by the TA/tutor in order to earn back the 2 lost points
  ▪ 2/2: No need to make changes, but keep their comments in mind for future projects

• Homework 3 due Wednesday 2/18 @ 11:59pm
  ▪ Homework party on Tuesday 2/17 @ 5pm in 2050 VLSB

• Optional Hog Contest entries due Wednesday 2/18 @ 11:59pm

• Midterm 1 solutions are posted; grades will be released soon
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More lists next lecture
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**Implementation of lists**
Violating Abstraction Barriers

```
add_rational( [1, 2], [1, 4] )

def divide_rational(x, y):
    return [ x[0] * y[1], x[1] * y[0] ]
```
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Does not use constructors

```
add_rational([1, 2], [1, 4])
```

```
def divide_rational(x, y):
    return [x[0] * y[1], x[1] * y[0]]
```
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add_rational( [1, 2], [1, 4] )

def divide_rational(x, y):
    return [ x[0] * y[1], x[1] * y[0] ]
Violating Abstraction Barriers
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What is Data?

• We need to guarantee that constructor and selector functions work together to specify the right behavior.

• Behavior condition: If we construct rational number $x$ from numerator $n$ and denominator $d$, then $\text{num}(x)/\text{denom}(x)$ must equal $n/d$.

• Data abstraction uses selectors and constructors to define behavior.

• If behavior conditions are met, then the representation is valid.

You can recognize data by behavior.
What is Data?

• We need to guarantee that constructor and selector functions work together to specify the right behavior

• Behavior condition: If we construct rational number \( x \) from numerator \( n \) and denominator \( d \), then \( \text{numer}(x)/\text{denom}(x) \) must equal \( n/d \)

• Data abstraction uses selectors and constructors to define behavior

• If behavior conditions are met, then the representation is valid

You can recognize data by behavior

(Demo)
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```python
x = rational(3, 8)
numer(x)
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Rational Data Abstraction Implemented as Functions

```python
def rational(n, d):
    def select(name):
        if name == 'n':
            return n
        elif name == 'd':
            return d
    return select

def numer(x):
    return x('n')

def denom(x):
    return x('d')
```

This function represents a rational number.

Constructor is a higher-order function.

Selector calls x.

Interactive Diagram

```
x = rational(3, 8)
numer(x)
```